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1. EcoGrid Data Model Analysis

Within the current EcoGrid, two major data management systems have been used. They are Metacat [1] developed at National Center for Ecological Analysis and Synthesis and SRB [2] developed at San Diego Supercomputer Center. 

SRB has been deployed to and has been used by scientific research projects such as Long Term Ecological Research project that uses SRB to store image files and user-defined metadata [3].

SRB stores data as files in a virtual hierarchical collections and sub-collections structure. Each file has its own system metadata such as owner, create date and file size. Thus the SRB system can be viewed as a virtual XML document that has collection(s) and file(s) as sub-nodes. The system metadata will serve as attributes for either collection or file. An extra attribute, object type, is needed SRB to indicate whether a node is a collection, a file, or a metadata. SRB also allow users to add their own metadata for each file. Each metadata will be a sub-node under a file or a collection. 

Metacat is a network-enable metadata and data storage framework. It allows users store, query and retrieve XML documents with arbitrary schemas. 

In Metacat, a XML file (Metadata) is treated as a document and it is stored in a relational database system. The entire documents can be thought as one collection of documents.  When user searches data in Metacat, it will find all documents in the collection which match the search criteria and will return the document ids to the user.

Based on the above analysis of both SRB and Metacat, the EcoGrid data model is suitable for implementing either XML-based query suggested by Matt Jones, or XQuery, which is officially proposed and standardized by W3C community [4]. 

The Metacat already has an implementation of XML-based query for EML data models.  The following is an example composed by Matt Jones.

          <egq:query queryId="test.1.1" system="test"

                xmlns:egq="ecogrid://ecoinformatics.org/ecogrid-query-1.0.0alpha1">

               <namespace prefix="eml" space="eml://ecoinformatics.org/eml-2.0.0"/>

              <namespace prefix="dc"  space="dublinCoreNamespaceURI"/>

              <title>Soils metadata query</title>

              <AND>

                   <OR>

                       <condition operator="LIKE" concept="eml:title">%soil%</condition>

                       <condition operator="LIKE" concept="dc:title">%soil%</condition>

                  </OR>

                  <OR>

                      <condition operator="LIKE"

                        concept="eml:surName">%Jones%</condition>

                      <condition operator="LIKE"

                        concept="dc:Creator">%Vieglais%</condition>

                  </OR>

             </AND>

         </egq:query>

Metacat has some JAVA code which can be revised to process the above MXL-Query document into a SQL query. The SQL query will be submitted to a RDBMS such as Oracle. Since SRB’s MCAT is also running on top of a RDBMS, this implementation should be easily adopted by SRB.

This approach will provide a foundation for our implementation for our EcoGrid search system as we will describe it in details later. 

Here we immediate face a question that what is the purpose of using XQuery.

One apparent reason is that it is not easy for user to construct their query into an XML document as described above.  On the other hand, XQuery is a de-facto standard query language which is similar to SQL language and therefore will be very easy for software developers and any users with SQL knowledge to build their searches using XQuery. 

As we are dealing with heterogeneous data sources in EcoGrid, we realized that there is a need for a common layer in our software stack for building a query system within EcoGrid. This layer should be designed and implemented in a way that can be easily integrated with either one of the data management systems. And using XQuery as a common search language in SEEK EcoGrid will serve this purpose.

The XQuery acts as a language-neutral implementation layer for underneath heterogeneous systems such as Metacat and SRB. The EcoGrid Tokenizer is designed to translate the XQuery input into XM-Query document which can be consumed by both Metacat and SRB search engine. 

The following diagram illustrates the overall search flow within the current EcoGrid.








2. EcoGrid Query Tokennizer

The EcoGrdi Query Tokenizer is one of the two key components in our overall implementation. (Another one is the query engine.)

Our tokenizer is designed in our search system to translate XQueries into XML query documents as we shown in the example in EcoGrid Data Model Analysis.

When our Tokenizer receives an XQuery from a user or an application, it will decompose the XQuery input and create object(s) each of which has a list of combination of information such as action mode, value, and parameters. 

The following is an example of XQuery search on EcoGrid for Metacat.

declare namespace eml=”eml://ecoinformatics.org/eml-2.0.0”

for $e in input()

where $e//dataset/creator/surName=”Johnson” and

$e//dataset/pubDate=”09-23-2002”

return <dataname>$e</dataname>

When the EcoGrid Query Toeknizer receives the above query, it decomposes the query into a top query object which has child objects of Term and an attribute, Relation, to indicate the database operation. In the following diagram, Term1 and Term2 have “Intersect” (AND) relationship (“Union” will be “OR” relationship).



For more complicated case, an object can be embedded into another object. So the query data structure has the ability to handle subquery. 


[image: image1]
Figure 3 Objects Embedded in Another Object

After all objects are constructed, they will be serialized into a XML Query document by Toeknizer. The XML Query document will then be sent to both Metacat and SRB search engines.

In building object(s) for underneath systems, the Tokennizer needs to query the EcoGrid registry to dynamically find the search nodes from the XML-Query document or an XQuery statement. One example is that it has to find the search nodes in the following XQuery example.

                declare namespace xlink = "http://www.w3.org/1999/xlink"

               <Q4>

               {

                      for $hr in input()//@xlink:href

                      return <ns>{ $hr }</ns>

               }

               </Q4>

Once the object(s) is/are constructed, it/they will be serialized into an XML-Query document which then will be submitted to both Metacat and SRB search engines.

3. Query Engines

Both Metacat team and SRB team are responsible for building Query engines to translate XML-Query document input from Tokenizer into native queries for either system. The search results will be simply a list of document names from metacat and a list of file names with collection paths in SRB. 

The search in SRB is mainly performed on system metadata and user-defined metadata. Since SRB allows users to add any metadata with format of ‘attribute-value-[unit]’ for a file, the SRB Query engine will translate the SQL statements into a local search format for SRB APIs (similar to Smeta) which in turn will be translated into SQL statement by a SRB server and will be submitted to the RDBMS in which SRB MCAT tables are installed.  

Currently Metacat has an existing implementation for similar XML-Query document. The implementation only need be revised slightly.  

The following is an example of the input and output of Metacat Query Engine in processing an XQuery statement.
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Figure 2 Construct an Object in Tokenizer
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Figure 1. Query procedure in EcoGrid
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declare namespace eml=”eml://ecoinformatics.org/eml-2.0.0”

for $e in input()

where $e//dataset/creator/surName=”Johnson” and

$e//dataset/pubDate=”09-23-2002”

return <dataname>$e</dataname>
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Figure 5  Tokenizer and Metacat Search Engine 
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